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An object oriented software defines many objects and is operated by
communication between objects. Object oriented softwares in distributed
environment are constructed by web service. It requires searchablity,
effectiveness, reliability, stability, and availability for services and
accessibility to domain objects and execution performance to implement
successfully web services in distributed environment.

In practice, it is hard to realize all of the fundamental architecture to
build a web service application so that researches for the development of
web services with frameworks has kept going on. Researches for web
service framework resolved overall problems that are occurred on
registration and search for the web service, communication protocol,
orchestration, and execution, but developer should consider much about
standard web service technic if he or she manipulate business logic with
web services. The problem is occurred when displaying data sources to
users in legacy web application after making a connection between a web

service framework and existing data sources, namely, the problems are



mapping between domain objects and data sources, connection between
local business logic, configuration and deployment of the business logic for
web service, and complexity of the execution. It requires developers
additional complexity because they cannot use existing development model
so that service provider need a lightweight framework that minimizes wide
fluctuation of existing development model.

In this paper, we propose a Meta model of the web service for devising
convenience on searching, configuration, execution and a Domain Object
Interface(DOI) to handle Meta model and design and implement a
Distribution Oriented Knowledge-base of Dynamically Operable Web
Servcies(DOKDO-WS) framework based on the DOI. The proposed
DOKDO-WS framework offer a web service registry to enroll and search
business logics in a domain and a web service browser to identify and
execute and a functionality to orchestrate dynamically or statically. Since
service is added if that pass the verification process so only executable
services should be shown in runtime. Local services is executed by
reflection and remote services is executed by the SOAP proxy instances
and services that navigated by web service browser is executed by
popular web browsers. At the same time, the meta model of the proposed
DOKDO-WS framework is defined by XML Schema and is divided into
data meta model and service meta model. The service meta model defines
local and remote services. The data meta model is used to generate
automatically tables, views and stored procedures that have shown high
performance in the most persistence operations. Domain objects are
transferred in form of the XML by XML transformers and are viewed to
user on an appropriate GUI by XSL'T processing.

We evaluate performance of the service registry at the factor of



processing time to verify the effectiveness, stability, accessibility of the
framework and carry out performance evaluation about the transaction
processing in a bank application to evaluate processing power of the DOIL.
In service registry, average times on enrolling local services, enrolling
remote services, modifying services, and removing services takes times on
average each 59.0646ms, 40.2767ms, 114.2569ms, and 52.14263ms.
Operations on the single service are based on hashing and takes only
0.0012ms on the average. The operation of the enumeration on the total
services are increased or decreased in proportion to the number of
services, it takes 0.03212ms when there are 10 services registered. In
performance evaluation on processing of the domain objects, we performed
tests on the factors that are DBMS, ORM framework, the type of
persistence operations. In the MS-SQL, Oracle DBMS, the proposed DOI
surpasses other frameworks in insert, modify, delete, composite, and select
operation, especially at select operation that is frequently used in web
service environment the DOI wins an overwhelming result. However, in
the MySQL DBMS, get a sluggish performance, which caused by faults on
tested JDBC driver. The DOI is faster 5 times than other ORM
frameworks in evaluation on the C language. The DOI make 073 errors on
100,000 requests. Based on performance evaluation, the DOKDO-WS verify
that has higher effectiveness, stability, and reliability as a service registry

and an execution engine.
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I. Introduction

1. Outline

To interact among services as reducing coupling of business logics in
distributed environment, several technologies have been repeatedly
growing up and falling away. Existing distributed environment technology
has developed their own course for transparency of the location and
inter—compatibility. However, it is hard to make an environment that is not
dedicated to the specific development environment and a user should define
an interface on each platform for searching objects, and then the user
should pass a message about the object through broker objects. Moreover,
domain specific services such as session management, and security
problem should be designed and realized in user own way. XML-based
standard web service that is implemented for the purpose of distributed
environment has appeared to solve those problems.

The web services have drawn up a plan and implemented based on the
SOA(Service Oriented Architecture) which is an expansion version of the
CBD(Component based Development) methodology, which is realized by
distributed environment technologies in the past, on the view of the
Service. Fields on the Web Service spin off main research fields such as
the registration and search[1-10], the protocoll5, 9, 11-13], the
orchestration[14-26], the execution[23-30], and the framework which is
offering a research on easy development environment to service providers
by integrating particular fields keeps going on.

An web service application performs modeling using a domain model.



Domain objects are used to apply domain models into practical business
logic. Domain objects require not only modeling process on the repository
to be used but also transformed into other form to communicate with users
on the run time so that the web service frameworks is needed to perform
research additionally on representation, transmission, modification of
domain objects. Service providers cannot help escaping from modeling on
domain objects whether the domain model would be replaced to semantic
ontology[44-49]. Because the domain model is represented by the XML in
standard web service technology, research about mapping between the
XML and object is keep going on[49].

Proposed DOKDO-WS framework provides a web service registry which
offers functionalities such as dynamical add, modify, and remove web
service. Web service can be checked and modified by web service browser
and stored based on proposed meta model which resides in main memory
for better performance and stored periodically themselves into persistence
layer to minimize data loss by service failure. Services stored in a domain
object of meta model is verified on time domain object entered in main
memory so that user can see only executable services on the run time.

The DOKDO-WS framework supports dynamic service orchestration.
Firstly, orchestration in service view layer aggregates functional groups
which includes several service units. In contrast, orchestration in service
execution layer composes using component aggregation, AOP, generating
dynamic proxies. Single or composed operations makes service unit by
wrapping. In external execution, every web services can be executed by
web browsers and SOAP based proxies. In inner execution, local services
can be executed by passing messages to service instances, but remote

services executed by generated SOAP proxies. This framework supports



session functionality in part provides methodology to realize web service
that never required any changes on existing development environment.

A data model of domain object in business logic is ER(Entity Relation)
based. Declared data model automatically generates table and views in
supported RDBMS and stored procedure to manipulate this data model.
Persistence operations in business logic 1s performed only by stored
procedures which is auto generated or defined by service provider. Service
provider can access easily and quickly to persistence layer by declaring
minimum configuration and using APIL

This paper composes as follows. In chapter 2, we examine carefully
existing researches related with registration, search, orchestration,
execution, protocol and framework of web service, declaration of the
domain object, and mapping to the persistence layer. In chapter 3,
describes proposed framework. In chapters 4 and 5, present
implementations and performance evaluation, then form a conclusion and

open up future works.

2. Motivation

Web service providers need a useful and high-scalability framework.
These features can be achieved by supporting methodology that can reuse
existing infrastructure of service development and providing compatibility
with standard web service technologies.

The framework could check services then dynamically orchestrate and
execute. Service registry that provided by the framework could register,
search, and modify web services without particular constraints. In general,

service providers want to offer only exactly matched services with specific



domain so that dynamically check and modify functionalities for services
are mandatory.

The framework should provide interface for XML to easily manipulate
protocol. Messages from external of the web services are transferred by
HTTP based SOAP whose inner message uses XML based protocol. The
service provider can define protocol in the inner part of the SOAP and
transfer messages.

It is an important problem to maintain states. When executing web
services using existing web browsers, concept of the session is needed.
There are no problems to process simple operation such as input, modify
and delete with stateless service instances but if the process requires to
verify user access privilege on resources which is used on specific services
or to maintain association with previous executions, then stateful service
instance is necessary.

Finally, the framework should provide method which makes domain
modeling easy. Every application needs a domain modeling. Even though
domain models are widely spread out, those model in business logic layer
1s processed in a single service domain. In this process, it is necessary to
be automated on mapping among domain object, repository, and
presentation language.

Most of web application is storing model in DBMS so writing and
modifying SQL is repeated. Domain specific processes cannot be automated
so should be developed manually. Repeated persistence operation such as
create, read, update, and delete operation can be automatically generated
and mapping between model and presentation language can be automated,

which decouples greatly business logic and domain model.



II. Related Work

Proposed framework requires wide understanding about the web service
and the domain object. For those reasons, we examine problems mentioned

in each research in detail, then draw main problems.

1. Web Service

1) Register and Search Web Services

Distributed object technology before web services use brokering and
bridging which is centralized method to search and execute. However, in
web service based environment, web service repositories not only spread
out but also use the Match-making based search algorithms[1]. A process
to build web service repository is to construct UDDI[3]. Even though
dispersibility of the web service requires also transparency of the location,
it needs to divide into Local Services and Remote Services for improving
performance of service execution engine. Since local services guarantee
higher performance and reliability, important services should be deployed
as the Local Services. Because Local Services can be accessed in
component level, those don’t need to use UDDI based register and search.
This occurs degradation of performance instead. Furthermore, shortage of
the standard UDDI is very abstract standard, fundamental search
functionality, no guarantee on registered service QoS, no service caching,
and so on[6].

Web Services searched mainly by IOPE(Input, Output, Precondition,

Effect) that is part of the service profile components in OWL-S. In [10],



algorithms and data structures that searches exactly matched services are
suggested. Because same word, however, can be translated differently
according to domain change, algorithms and data structures which is
suitable for semantic web is suggested to infer by changing domainl7, 8,
15]. Web service users not always consider IOPE to search services but
sometimes can take additional meta data into account. This information
can be added or modified in SOAP message at the time of registration,
execution, and changing request on web services[5, 9], which helps
framework to search services. However external agent, web crawler or
search engine i1s more effective and practical than embedded search
functionality in web service framework[4, 6]. Even though after services
completely searched and executed, service provider cannot guarantee any
QoS. One of major reasons is that it is filled with many unexecutable
remote service if the service registry 1s static type as time goes by.
Remote services should be verified at the time of assigned main memory
and applied naturally upon current modifications when business logics are
changed[17]. Features that needed to service registries are as follows:

Firstly, meta data should contain descriptions about service. Service
providers may not add description on services to be searched if they gain
little interest from those services. On the other hand, if they can get much
profits from services, they want to expose their explanation in detail to the
search engine.

Secondly, service user needs automated verification on non—functional
factors. Because most of the service users give higher priority at the
factor of high performance, meta data are basically needed to inform users
about performance of services.

Thirdly, web services in same domain should have same life cycle with



service container of server. When the container initialized, meta data about
services are also Initialized to use through domain objects. And service
will be unable to search and execute from outside after container or server
shut down. This guarantees services always searchable and executable in
run time.

Fourthly, endpoints of local services should be generated automatically.
This protects web service applications from wrong execution by the root
and reduces overhead occurrence while generating and modifying service
meta data. Meanwhile, there is no need for secondary repositories and
modeling for meta data.

Fifthly, common interface to access service map which can inquire
executable services from current domain should be offered. It is mainly
responsible for administrator or developer among service consumer to
search and compose meta data of the web services in the past. Because for
the most normal users who did not access and use directly these services,
web service could not gain popularity. So for gaining popularity, easy
executable interface is required. Besides, practical requirements for web
service registry can be summarized as follows[2]:

- Reuse of the existing infrastructure

- Lightweight approach : use additional complex softwares whether or
not

- Complete executable example

Services belong to specific domain

User notification : applying modification of dynamic web services

Integration with other web service registries
- Accurate content : more accurate if the service strongly coupled with

service provider



- Control of the content : registry offered directly by web service
provider

- easy accessibility and identifiable service description

2) Web Service protocol

Web service can communicate with messages using protocols in
application layer. Web service users request messages to and response
messages from service provider using protocol such as XML based SOAP
over HTTP.

The Axis and .NET framework supports basically the SOAP which
requires XML based request and response, it is easy to add additional
scheme to application domain[b, 9, 11-13, 50].

In [5, 9], research shows definition of a protocol focused on service
search functionality. In [11, 12], researchers define WS-Eventing based
protocol which follows ECA(Event-Condition-Action) concept to
communicate among devices and design and realize a framework which
uses this protocol. If realtime application is needed, protocol can be defined
in network layer[13].

One of the problems about definition of the protocol is that existing web
browser allows HTTP based request and response but cannot perform
directly SOAP request and it is hard to request with adding SOAP
message to HTTP based request body. This is the main reason why
service instance cannot respond to requester in legacy web environment
even though the instance has been generated.

There is a problem about the serialization and deserialization, the
marshalling and unmarshalling for a long time that data types used in web
service protocol should define manually. XML schema is highly scalable

but primitive data structure is different in each framework. Newer protocol



should be defined as that extends the SOAP and is available to request

and response upon legacy HTTP.

3) Web service orchestration

After the web service is searched, orchestration process is needed to
recreate service unit into valuable service. The service orchestration has
proposed by dynamic and static method. The dynamic method can add or
modify services in run time. The static method can be mainly divided into
two parts. The former reads about operations from static declaration then
declare composite component before searching to expose interface from
this component. The latter composes pre-defined operations into new
structures of the service model. The static method has higher performance
but can drop the service availability and flexibility. On the other hand, the
dynamic method has lower performance than the static method but it has
higher availability and equal performance if there are caches available to
use. In that reason, the static method is better if service is local service.
On the contrary, the dynamic method is better with remote service.

Existing researches show how to compose and execute web services
using standard language such as WS-BPEL, WS-CDLI[14, 21, 23]. In [14],
they try to map between meta model of the framework and BPEL
standard. In [16], they show an implementation about functional change of
the web service through the AOP(Aspect Oriented Programming). These
are needed to verify service at the step of service binding[18]. In[19],
services composed using genetic algorithm based on followings:

- Execution Price : a service requester must pay for the operation.

- Execution duration : sum of processing time and transmission time

- Reliability : technical measurement, related to the hardware and/or

software configuration of web services and the network connections



between requesters and providers.

— Availability : probability that the service is accessible.

- Reputation : system’s trustworthiness mainly depends on the end
user’s experience.

In [17], It is error—prone to bind services when using only WS-BPEL so
that data structure in verifying services such as CPN(Colored Petri Net),
compatibility verification is proposed then research for mapping to
standard or dedicated language is progressed to automate[l7, 20-22].
Moreover, WS-BPEL, WSCI can be adopted to compose web services.

It is very important to verify semantic whether service exists or do not.
In many service orchestration algorithm. Because the verification process
guarantees right operation, it can also offer stability and availability of the
services. This verification should be performed during initializing meta
data and before use some services so it keep away degradation of the

performance.

4) Web service execution

The web services can be executed without sharp drop in performance
rather than existing distributed technology[51]. A web service execution
engine generally creates a service instance per request and destroys or
caches it after the execution. In [23], a tool to execute web service from
WSDL after composing is proposed. In [26], an example of the network
management use Java-based library of the web service which follows
standard is suggested. In [27], an example of the mail server and client
uses .NET framework which requests web services by asynchronous
method is realized.

If the execution engine needs an interaction with user during an

execution, it causes selective problem on how to create the user context



and obtain user parameters. Furthermore, interaction with users are not
discontinuous so the context that connects current operation and next
should be stored in the specific persistence layer. For that reason, the
engine needs an identification method that to keep transaction between
operations even though service instances were destroyed, which needs
concept of the session. Most client proxies of the web services that uses
the SOAP can use session ID attached in HTTP header[28]. In [24, 25], a
method shows how two-way interaction can be used in session concept. It
processes transaction with session and TARGET performs as proxy
through the firewall and NAT.

If a session keeps in several operations, a service instance can receive
security services from external context. In [29], an algorithm is proposed
which verifies access privileges to the resources when a behavior executes
that is described by declaration of the choreography. The W3C suggests
specification such as WS-CDL and WSCIL In [30], it suggests a
XACML(eXtensible Access Control Markup Language) based management
server of the web service to integrate functionality of the XML based
message encryption and digital signature and then extends SAML(Security
Assertion Markup Language) to verify delegation which is passed to
service provider. In addition, the execution engine should offer an easy
developing method, definition of the primitive data type, serializer of the

domain object, and marshaller of execution context.

5) Framework

The purpose of the framework is that provides architecture to integrate
overall functionality about register, search, protocol, orchestration,
execution, and verification of the service. It consumes much time and cost

if a developer of the business logic implements whole concept of the web



service.

The dynamic web service composition, which functionality of the web
service 1s described by the WSDL and the WSCI expresses the interaction
among web services, uses the Petri-Net to verify web services[31]. The
ISCF organizes itself a distributed web service architecture which uses
OWL-S in the business logic layer and the data access layer, which
describes data model by ISCFTasks[32]. The SASO involves user,
compose, execute, and service layer and the user layer contains semantic
modeling, service query model, service deployer, and service executor,
which uses ontology derived from WORDNET to explain relations between
concept and concept. Execution of the service is performed by the BPEL4;j
library[33]. In Bottom-Up approach, it selects out a problem occurred in
the BPWS4] engine, which processes the BPEL4WS, as static method on
the service composition. Because it cannot chooses service through
automatic reasoning so it generates knowledge base by service profile
component of the DAML-S where service can be searched by the
DQL(DAML Query Language), which reduces cost of the service
composition when statically composes. In theory, because the composition
tries to automatically compose though service providers are unknown
about functional factors, a fully implemented semantic is needed. However,
because fully implemented semantic that applies various alteration in
society and culture and comprehension about whole domain between
service provider and users isn't everywhere, existing approaches can be
applied only experimental services except mission critical services[34]. In
the METEOR-S framework, a service represented to the OWL by the
Constraint Representation Module and estimate service dependencies,

querying and cost by the Cost Estimation Module. At this time, it



estimates cost for procurement, delivery time, compatibility with other
suppliers, relationship with supplier, reliability of the supplier’s service, and
response time of the supplier's service as the cost of the service itself.
And the user has to specify aggregation operators for QoS parameter such
as the aggregation about single process execution time, cost of invoking all
the services in the process, cumulative reliability, cumulative availability,
and domain specific QoS. The constraint optimizer optimizes based on
whole constraints. The runtime module converts the abstract process and
service templates to an executable BPEL which is executed by BPWS4]
engine[35]. In the template-based approach, single composed process is
represented using template. It introduce abstract process type to extend the
OWL-S. By composing declaration of abstract processes and preferences
through the Perform statement, it tries to match and rank services. The
HTN-DL is one of the template-based approach. To remove a weak point
from the HTN planning, it defines extended HTN-DL[36]. A Java and
LISP based framework, IRS-III(Internet Reasoning Service), which can
generate WSMO based semantic web service is proposed. It offers a light
welght approach to deploy semantic web services and executes suitable
web service for user demand. A web service is declared by extending goal
of the WSMO. The IRS-1III provides browser, WSMO editor, deployment
client, and execution client. Those tools can compose statically, services
cannot keep session among executions[37, 38]. The SHOP2 converts
process model and composes process of the OWL-S into dedicated domain
model and planning of the SHOPZ and then executes plans. The SHOP?2 is
a HTN planning system and operates based on the AI planning. The
planning on Golog-like languages that is based on situation calculus is

performed offline. It indicates that the planning starts after information-—



providing Web services to simulate in state of correctly matched between
planning and execution since world can be changed during planning and
execution. Furthermore, an execution example shows that the SHOP2
Planner generates plans based on personal schedule and then executes
those[39]. The SWORD provides static composition and web server as
independent from the standard technology such as SOAP, WSDL, UDDI,
RDF, DAML. It can plan for specific service based on rules which are
often used in logical language such as the Prolog and then inquires
services by rules. Plans are stored based on ER model in form of XML so
that input and output of the service can be organized more than one
entity[40]. The Plaengine framework composes services based on cases
which have service states of the initialization, goal, and progress in form
of the logical expression. The interceptor can handle much situations
among service execution at before execution, after execution, exception,
and recovery. If the service execution fails, then it tries recomposition.
Thus, the stability and availability is moderately high[41]. In the SWS
compares many frameworks which looked around before in this paper[42].
The web service framework which uses UML and OWL-S generate
manually service profile from description of use cases then search services
using algorithm of the dynamic evolution. After that, those services are

bound and executed[43].

2. Domain object

Web service is implemented in a domain[45] which makes it unavoidable
to do data modeling in specific domain. A web based service application

creates schema in DBMS after data modeling[48]. The persistence code to



manage the SQL statements which is built from schema is repeatedly
written. However, this repeated work is apt to produce lower system
structure in productivity and performance. A web service framework
should cut down those work and provide decoupling between objects and
the DBMSI38, 44]. Furthermore, data modeling also requires simple and
duplicated process such as generation of the meta model, create, read,
update, and delete of data. To solve these problems ORM frameworks are
suggested. The iBatis performs as a SQL Map and the Hibernate replace
writing SQL statement to OO modeling. The .NET framework supports
the DataFillAdapter which can generate XML schema from DataSource
and fill the DataSet with data values. Those ORM frameworks would not
expect and process even complex operations for the specific model so
complex persistence operation should be implemented manually.

A framework needs to perform mapping between persistence layer and
the XML instead of objects defined by classes which are one of the largest
causes for decreasing productivity since it performs only data transfer
object(DTO). Because basic unit of the message is the XML in the web
service environment, object state should be represented as an XML
document, which needs an interface for the domain object.

In [48], data represented by the XML are mapped to class of the object
oriented language. Firstly, the XElement method is similar to the DOM
when managing the XML but user should register a class for specific
XML elements to the handler object which is used to parse XML
document. When the handler object parses a specific element, registered
class is going to be initialized then values are assigned into that object.
Objects that will be registered to the handler object must extend the

XElement class.



Secondly, the NaturalXML method attaches meta data to each class.
Meta data express relationship between a XML and a field of class. This
method has a defect that elements are out of order. Data can be
transferred to the XIR which supports Base64 encoding but this form is
more tedious and complex than the XML or the JSON.

A domain object is an instance which represents model and view used in
services. The domain object can be declared in variable form from the
view layer to the persistence layer, which it can be handled if transformed
into appropriate form in specific layer when communicating among layers.
Every domain object would not keep XML form, if XML form is
maintained by force that causes problem on performance. However, the
domain object used in web service framework should maintain XML form
to transfer messages fluently rather than to gain more performance. So it
1s fundamental for the functionality to transform from the primitive type to
Object into XML form.

In [45], the Naked Objects framework is proposed. This framework can
dynamically register service and use it. If services are modified, then a
GUI and persistence layer reflects changes so service modeling is
performed automatically. In [46-48], an idea to separate service and data

code is suggested.

III. DOKDO-WS Framework

1. Entire framework structure



Proposed framework is made up of four layer as like Fig. 1. Layers are

partitioned based on the MVC pattern. The view layer offers Uls to

normal service user and the execution layer takes charge of processing

flows and transmitting data. The service and data model layer provides a

domain model which
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1s employed in entire system.
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Fig 1. Entire framework structure(diagram)

This layer provides a service which handles modeling for data used in

the business logic and for views offered to service users.

Most of



operations are delegated to the Domain Object Interface(DOI) framework
which has an interface for loading, searching, modifying, and storing about
XML based domain object. By using this interface, a service provider
configures declaration of the domain object model and view on services
and the DOKDO-WS framework uses the DOI to generate domain model

of the business logic.

2) Service model layer

This layer accesses remote document of the WSDL and then services
would be verified. If it was successfully verified, then services registered
in runtime repository. For local services, prototype of the business logic
that is obtained from components of the business logic makes WSDL
objects at initializing the framework. Because the framework only register
verified service to the runtime repository, service instances surely

guarantees the execution.

3) Service execution layer

This layer decides policy and strategy on how to manage them when
request for execution arrives. That type of execution is optional such as
synchronized or asynchronized type, whether session maintains or not, the
cache policy, and an instantiating method. There are three service at
subordinate position of the service execution engine, which is the cache

manager, session manager, and service injector.

(1) Cache Manager
Since some operations of the service can be called frequently in short

time, instantiating an instance per call causes the performance of the
service to degrade greatly so the cache manager caches instances within a

given period if the service has been often initialized.



(2) Session Manager

Concept of the session could be needed on specifically composed
services. Data which needs to keep their state could be chosen in the
service declaration time. If the session is enabled, the session manager
must restore previous session value before calling and storing changed

value into session repository again.

(3) Service Injector
A service injector injects fundamental services into a web service

instances. This service makes feasible to compose dynamically services in
the execution layer. Basically injected service is the session manager,

which attaches functionality for the session into service instances.

4) Service view Layer

Domain objects in the service view layer take XML based messages.
However, a web service provider generally processes results from the
service execution layer to GUI For this, this framework uses the XSLT to
translate into a view model which user wanted to. A browsing service and
executing browsed operation service which the service providers can use

1s also provided.

2. Design of the framework

1) Use case

Fig. 2 shows a usecase of the service providing developer whose role is
that defines declaration of the model and view for services will be

provided and realizes controller classes which represent the business logic



based on this declaration. After that, declaration for controller classes
should be registered in a service model. When controller class develops,
choose whether expose each operations of the service or whole service and

whether use session or not.
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Fig 2. Use case of the Service providing developer

Fig. 3 shows a usecase of the service assembling developer. A service
assembling developer checks operations from meta service and then

generates proxies based on the WSDL. Generated proxies composes newly

/List Meta Senices List Operations
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operations into valuable services.

Fig 3. Use case of the Service assembling developer

Fig. 4 shows a wusecase of the DOKDO-WS framework. The

DOKDO-WS framework generates service models from service



configuration which service providing developer and assembling developer
were defined after verifying each local and remote services. This process
includes two sub-processes of the generating WSDL objects and service
models. After that it generates model and views in RDBMS of the
persistence layer. Stored procedures are also generated at the same time
which is employed as processing logic for persistence such as create, read

for only searchable columns, update, and delete.

-

.-/ Generate Insert SP
<<includez>"
oo <<include>> ... /Q

<<include>> """ . Generate Update SP
a7 oY chae
%]Generate Model And View Generate Stored Procedure(SP)™"~..  c4jncludes> O

Generate Delete SP

DOKDOW. N xeincludes> >©
<<inC|Ud?,>.>-"‘7©

"+, Generate Select All SP

O Generate WSDL <<extend>;‘\ C

- .. <<include>> s
Generate Controller with Web ~-..S=INcluGe *. . Generate Select By Id SP

Senvice _},Q 4

Generate Meta Senvice Generate Select By Searcheable

Column

Fig 4. Use case of the DOKDO-WS framework

2) State diagram

Fig. 5. shows a state diagram for initialization of the container. In the
first state, the Context Initalize, other framework can be initialized. At
next, in the Generate Controller state, the execution engine will be
initialized. In the Load Services state, declaration of the service is
transformed into the service model. In the Generate WSDL state, WSDL
objects are created in each service model. Next state is decided by
configuration of the service model, which is either the Generate Model and

view or the Context Initialized state which is final state of this diagram.



@ Init Servlet Container

Context
Initialize

Generate
Controller

Generate
WSDL

Generate
Model

Generate
View

Load
Services

Context
Initialized

Fig 5. State diagram for initialization of the container

Fig 6. shows a state diagram for execution of the web services. External
client would be in the List Services state after context initialized through
the state transition in the Fig. 5. Services are displayed in groups by their
own namespaces. In the WSDL Queryable state, WSDL document can be
obtained from WSDL objects. In the List Operations state, the client can
enumerate available local and remote operations. In the next state,
operations are filled with parameters. After then, the execution engine
invokes services. In the final state, client shows the invocation results

from the web service.

Context
Initialized
List List Fills an invocation
WSDL Queryable
Invoke
Service

Cther Platform except Java can
generate their web sewice ) )
proxies from queried WSDL. @ Display Invocation Results

p

Fig 6. State diagram for execution of the web services



3) Design of the component

(1) Design of the business logic layer
@ DOI
Fig. 7 is a class diagram for the DOI. The IDomainObject interface is for

whole domain objects which extends IDOMAccessor and IDataAccess
Object interfaces. The IDOMAccessor interface is an interface for
managing all XML based domain objects from configuration to execution.
The IDataAccessObject interface is an interface for loading, modifying, and
removing domain objects in persistence layer. A default implementation of
the IDomainObject is offered by the AbDomainObject which is an abstract
class and initializes the Document object for handling current state of the
domain object by the DOM and builds the XPath object for searching
Nodes from XML document.

O [ 1 [ ]
O IDOMAcces annotation configuration
IDataAcces -
sObject
select() _| _|
~‘Iodad0 appendToSeletedNode() m -
‘up ate() QrermoveSelectedNode) controller semice
delete() yzlidate()
?etText\/aIueO
setAttribut )
O SsetiMLSource()
DomainObie SgetDocument() transformer
INAE - QgetSelectedElement() O
SgetChildren()
QgetAttribute) NarespaceContext

QgetChildTextContent()

¥getNamespaceContext() (from namespace)

QgetNamespaceURI()
<<abstract>> {

J : getPrefix()
AbDomainObject ‘getPreﬁxesO

®<<constructor=> AbDomainObject()

&

StringDomainObject <<yses> | POINamespace
Context
®<<constructor=> StringDomainObject()
®<<constructor=> StringDomainObject() Sput()

Fig 7. Class diagram for the DOI



® Database Facade

Fig. 8 is a class diagram for the database facade which has a role to
manage access to the DBMS. The IDatabaseFacade interface encapsulates
functionality which the Database Access Object(DAO) has to be
implemented. The ICloseable interface means some child objects would be
closed but user of those objects don’t need to call this method because this
method will be invoked automatically by implementing the Template
Method pattern which makes the DBMS connection closed unnoticeably.
The AbDatabaseFacade class is an abstract class which provides basic
implement for the IDatabase interface. The AbJDBCDatabaseFacade
abstract class 1s an abstract class which provides fundamental
functionality for the objects which employs especially the JDBC of the
Java language among many connection methods of the DBMS. For the
convenience, this framework provides implemented classes for the Oracle,

MS-SQL, and MySQL DBMS which has been often used.

O o

ICloseable IDatabaseFacade

Sclose() ®setsQLQ)
®setParameter()
Sexecute()
®execute()
®executeSP()
SexecuteUpdate()
SexecuteUpdate()
®addBatch()
®executeBatch()
®registerOutParameter()

<<abstract>>
AbDatabaseFacade

SdoExecute()
$doExecuteUpdate()
SdoExecute()
$doExecuteUpdate()
SdoExecute()
$doExecuteUpdate()
SdoExecuteBatch

S<<abstract>> connect() 1
$c<abstract>> doExecuteSP() jdbcfacade
doExecuteSP()

[ JINDIDatabaseF acade
;

<<abstract>>
AbJDBCFacade

®<<constructor>> JNDIDatabaseF acade() |

| @loadProperties()
| @ setPropenties()
SgetPropPath()
®setPropPath()
Sgetld)
Ssetld()
SgetPw()

SsetPw() (S
°
getJdbeDriver()
®cetldbcDriver() MySQLDstsbassF scads
Sgeturigy Grom jdbctacade)
Ssetr| —————————

0
$<<abstract>> buildCennectionString()

l DirectURLD H OracleD: H MSSQLDatabaseFacade
o rom jabctacade)
f
it

m jdbefacad

I 1

|
L 1

Fig 8. Class diagram for the database facade



@ Configurator

Fig. 9. shows a class diagram for the configurator which reads
configuration about the model of the service and data to use in runtime. It
defines ADbDOIConfigurator that is an abstract class by extending
AbDomainObject that implements basic functionality of the DOI to handle
all configuration in this framework. For configurating DBMS, it defines an
abstract class, AbDatabaseConfigurator, which is divided into two abstract
classes for the configurator of the model and view. Finally, concrete
configurators are defined which can be created as service instances.
Depends on where execution engine, some configurator must be declared
and the DOIServletConfigurator class is provided for the Java web

environment.
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Fig. 9. Class diagram for the configurator

(2) Design of the service meta model layer and the service execution layer

Fig. 10. is a class diagram for repository of the service model and a
class diagram executor to manage meta data in there. The service
repository provides interface to store or create a WSDL document to
execute services at a later time, to enumerate or query services, and to list
operations in each service.

The executor has a purpose to execute services and realizes functions of

the cache manager, session manager, and service injector that those are



sub programs. The executor to process local and remote services exists
separately and all executor should be implemented as derived from

DOIXMLExecutor because all data basically has the XML form.
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AbDQIConfigurator WSDL

{rom cont
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P <<abstract=> checkTypeAttrihutelnRootElement() g 0

% .
P <<abstract-> generateDataStructure ~§§§f§?“p°§§f$§30peramn ”
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$setlocalConfigurationP ath( S gethiaxOc curs)
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‘getNamespaceso
:getNamespacesAsSting() Serviet
. getNillable()
DOIVWSDLR epository <<initiate>> :getPomo Gromservlet)
________________ getPorfType Operations(
:g:eetgoodso 1 $4etS0AP11 BoundedOperations() :ddoF?e‘O
Sisty $4etS0AP12BoundedOperations() opost)
‘getTargetName space()
O SuetSTypeName)
SputNamespace()
|IExecutor % setDocumentation()
7| ®getEndPaintURLD HifpSenviet
T .7 | ¥setEndPaintURL) rom tty)
Sexecute() “suse»» . $setSeniceClass()
$setSeniceClass)
¥ setseniceName)
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AbProxyDOIExecutor i % << Override~> toStrin g DOIServetEx
4 ecutor
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PPqueryOperation)
&queryOverloadedOperation)
&oenerateParameteriatchCount() feinitiate==  DOIXMLExecutorFactory
PaddParametervalues( ) DOIXMLExecutor | . .
PPgeneratelnvokeTarget) ®z=static=» newlnstance(
$getRealParameterObject( 4‘3 .
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$getResult) DOIHTMLExe DOlwebServiceExecutor
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. ! 0 7 A
DOIWSDLExecutor DOIOperationsExecutar

DOIRemoteExecutor

Fig. 10. Class diagram for the WSDL repository and executor

Fig. 11. is a class diagram for the transformer to change the data in the
domain object into XML form before passing to the service view layer.
When service uses external data from current execution context, the
TypeSerializer service converts it into a domain object. In the contrary,
when the execution engine passes a domain object to other layer, it will be

turned into a string or a form of XML document.
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Fig. 11. Class diagram for the transformer

(3) Design of the service view layer

Fig. 12. is a class diagram for the XSLT processor which is used to

transform a XML document into other XML document. As using this

service, the XML document can be converted into appropriated form to the

service view layer. If a string-based stream was simply returned, there is

no need to use the XSLT transformation in the view layer but have to be

a client application which can recognize the stream.

JXSLTProcessor

Sinitialize() <<use>>

Stransform()  fo-c-eoee-eoe >+ ---
SgetML) 0 t
‘transforme:{) ncumen

<<initiate>>

DOIXMLExecutor

(from controllef

Fig 12. Class diagram for the XSLT processor



4) Design of the meta model

(1) Main meta model

Configurations about every domain object used in the DOKDO-WS
framework are originated from the main meta model of Fig. 13. This model
1s declared as one of the XML Schema. Every meta model instance must
have a type value of the specific model in the root node’s type attribute,
which is to check service providers whether they have known exactly the
type of meta model instances and declare them. The
modelAndViewGenerate attribute is used to decide the next state of the
Generate WSDL state in Fig. 5. If it has the true value, it generates the
data model layer. A service provider must declare only one main meta
model in a domain because local service repository keeps an entry point
for all services and performs hashing based algorithm in searching. In
every model, the localPath and remotePath attribute represents input and
output path and the id attribute is an identifier for specific model in model

declaration.

(%] doiConfigurationType [&] controllerType
@ type (typeType) @® localPath string
@ modelandViewGenerate string @ remotePath string
@® basefolder string «[€] documentation [0..1] string

[e] controller [1..1] controllerType
- [€] models [1..11 modelsType | [&] modelsType |
(€] views [1..1] viewsType | (el model [1..=] modelType |

[&] viewsType

Fig. 13. The main meta model

Fig. 14. shows model for the domain data model and view model. The
domain data model and view model has similar declaration. The domain
data model expresses all information of the DBMS based persistence which

1s used in domain of the web service. The dbmsName attribute can apply



only the name of the DBMS which this framework supports. The diName
attribute is used to specify a name which is used to look up a service from
a directory service by directory interface. Because the reference

implementation of the framework uses Java language, so attribute name is

jndiName.
models Type modelType
[e] model [1,.+] modelType dbmsMame (dbmsNameType)
dillame stting
. localPath string
= rermote Path string
id 1]
[e] documentation  [0.11 string

Fig. 14. The domain data model and view model

Fig. 15 is an example of the main meta model.

<?xml version="1.0" encoding="UTF-8"7?>

<doicfg:doi xmlns:xsi="http://www.w3.0rg/2001/XMLSchema-instance"
xmlns:doi="http://javawide.com/DOIconfiguration" xsi:schemalocation=
"http://javawide.com/DOIconfigration..." type="configuration" model
AndViewGenerate="true">

<doicfg:controllers>

<doicfg:controller localPath="protocol:///path/filename" />

</doicfg:controllers>
<doicfg:models>
<doicfg:model localPath="protocol:///path/filename" dbmsName="Some

DBMS" jndiName="jdbc/doi somedbms" />
<doicfg:views>
<doicfg:view remotePath="protocol:///path/filename" dbmsName="Some

DBMS" jndiName="jdbc/doi somedbms" />

</doicfg:views>

</doicfg:doi>

Fig. 15. An instance of the main meta model



(2) Sub concrete model

@D Service model

Fig. 16 shows the service model. The service model is a model to
represent a single process which can be thought as the Controller of the
MVC pattern. All business logic have equal form without any association
whether it is local or remote service. Commonly used nodes are as follows.
The 1d attribute of the controllers element performs as namespace and the
name attribute of the controller element is a unique identifier of services.
The documentation element describes service and the targetNamespace
element means a namespace of the caller.

The serviceClass element is used only in the local service and it means
a module name which is employed to create service instance. And the
endPointURL means the end-point URL to receive the SOAP request from
the outside. Lastly, let’s look into elements which are used only in remote

service, the wsdlURL is a URL for service description to execute.

controllers Type controllerType
@ id ID @ name string
«[€] controller [1,.+] controllerType [e] documentation [0..1] string
[e] serviceClass [0..1] string

- [e] targetNamespace [0.1] anyURI
(€] endPointURL [0..1] anyURI
[e] wsdIURL [0..1] anyURI

Fig. 16. Concrete service model

® Data model

Fig. 17 shows the concrete data model. The data model is a model to
represent object and data that is used in a single process which can be
thought as the Model and View of the MVC pattern. The DOKDO-WS
framework stores basically data in the RDBMS so the data model has a

form of the ER model. The data model has many table or view elements in



a database element. The framework generates the domain data model in
DBMS based on the concrete data model. If value of the forceRemove
attribute is true, then the model would be forcibly deleted and recreated.
The primaryKey element has the same type with the column element but
it represents primary key of the ER model. In a declaration, a composite
key is not allowed because the configurator service creates internally an
artificial key which make a composite key from the internal artificial key
and a user defined primary key. Attributes in the columnType is used to
specify a constraint, data type, and name when mapping the value from

persistence to a domain object.

tableType columnType
@ name string @ name string
@ forceRemove string @ sqlType string
[e] documentation [0,.1] string @ length string
[€] primaryKey [0..1] columnType constraint  string
[e] column [1..#] columnType

Fig. 17. Concrete data model

Fig. 18 shows the concrete view model which is used in the service
view layer. The forceRemove attribute means the view would be forcibly
deleted and recreated like the data model. The mapTo attribute can modify
a name of data which is exposed to the view layer. The generate attribute
specifies the type of a stored procedure what persistence operation is going
to be generated. Only the update and delete operation are basically

generated for the inner id column but this attribute allows for other

columns.
viewType columnType
@ name string @ name string
@ forceRemove string @ sqlType  string
[¢] documentation [0..1] string @® length string
[e] primaryKey  [0..1] columnType ® mapTo  string
(€] column [1..+] columnType @ generate  string

Fig. 18. Concrete view model



IV. Implementation and performance evaluation

1. Environment of the implementation and performance

evaluation

In the performance evaluation of this paper, we uses the AMD Athlon 64
bit Dual Core 2.0Ghz for the CPU and the Windows XP Professional SP3
for the OS and the JDK 1.6.0 Update 10 version for the programming
environment. The physical memory i1s 2.75GB and total 3.6 GB in view of
the virtual memory. The network is connected in wire and uses the same
localhost with the HTTP. We use the HttpClient 4.0 Beta 1 version to
request specific service.

The performance evaluation carried out quantitatively and qualitatively
on the point of the web service and the domain object. In the quantitative
performance evaluation of the web service, the request count is 5,000 and
the intensity is about 30 threads/sec. The measure is only the execution
time in the server because all other conditions are equal.

In the quantitative performance evaluation of the domain object, the
request count is 100,000 and the intensity is about 30 threads/sec with a
bank application but the JOXM is always failed with that condition so we
adjust the request count to 20,000 and the intensity to 10 threads/sec.
Changed factors are type of persistence, operation and ORM framework.
The measure is the executed time of the server, received time of the client,
and network duration. The network duration is calculated by subtracting
executed time of the server from received time of the client. Types of

persistence are the JOXM, MS-SQL, Oracle, and MySQL and we



compared their performance on the iBatis and Hibernate. The type of
persistence operations are INSERT, UPDATE, DELETE, COMPOSED,
READ. The measure for INSERT, UPDATE, DELETE, and COMPOSED
operation is execution time of the server and only for the READ operation
we use execution time of the server, receive time of the client, and
network duration. If execution time of the server is greater than 500ms, it
may result when the garbage collection is performed so we exclude that

values.

2. Results of the Performance Evaluation

1) Web service side

(1) Qualitative evaluation
Table 1 and 2 compares existing web service framework with the

DOKDO-WS. To use standard web service, it employs the UDDI as a
repository of meta data. There is a need to own repository of meta data to
provide the semantic web service. Because the centralized method for
repository inquires descriptions of the service execution from a global
service registry so the distributed method is more appropriate to the web
service. The lightweight approach means if the framework automates the
development process that there is no need for any additional tools or
maintaining the existing development method. In the existing framework,
only the dynamic web service composition and the UML based evolution
framework provides this measure. The language of meta model means
compatibility with domain model of the other web service framework. To
achieve this, framework would use standard language for domain modeling

or provide an interface to handle general domain model. The SWORD



provides such interface. The method of the composition affects largely to
performance, convenience, and learning cycle of the framework. The
composition of the web service in most of existing framework generates a
knowledge base using rules of the logical language then the framework
searches and composes services. However it needs more learning time and
a mapping tool or API to integrate with standard language. The AI method
can compose with minimal configuration but has lower performance. The
static method is the easiest and is more flexible but it has a weak point
that the service provider should declare all configuration. The execution
description is a language that explains services and operations. Using

standard WSDL and BPEL has more scalability.

table 1. Comparison with other web service frameworks - I

Dynamic Web
. Bottom-Up Template-
Items Service ISCF SASO METEOR-S
. Approach based
Composition
Storage of OWL-S DQL
UDDI . SDL UDDI HTN
Meta data Library Server
Centralize
(@) (@) X X (@) (@)

d storage

Light

weight O X X X x x
approach

Meta

WORD
modeling WSCI OWL-S NET DAML-S RosettaNet OWL-S
Language
Compositi
= Rule Rule )
on Rule Base Static Rule base HTN
base base

method

Execution WSDL/ | BPEL, BPEL,
BPEL BPEL4WS HTN-DL

Descriptor ICL WSDL WSDL




table 2. Comparison with other web service frameworks - II

UML
. DOKDO-W
Items IRS-III SHOP2 SWORD | Plaengine SWS based <
Evolution
Persistent . Ontology .
Storage of | OCML Domain SWSs . Domain
) HTN XML ) ) Repositor .
Meta data | Library Registry registry Registry
Plan y
Centralize
(@) (@) (@) (@) X @) X
d storage
Light
weight X X X X X O O
approach
Meta SHOP2 Own
WSMO, . Every OWL-S, Every
modeling Domain(fro Meta-Mo OWL-S
UPML XML OWL XML
Language m OWL-S) del
Compositi
Rule )
on b HTN Rule base Al Al Al Dynamic
ase
method
WSDL,
Execution WebL, WS-BPE .
WSMO WSDL . BPEL4WS | WSDL Function
Descriptor Filter L
Structure

(2) Quantitative evaluation
0 to 3 errors occurs on average in 100,000 executions of the persistence

operation. Fig. 18. shows operations on the service registry of the
DOKDO-WS. Operation time of the service registration is increasing as
time goes by. This operation takes much time only when service meta
data is written to physical disk. The time slope of the local service is
steeper than the remote service because the local service verifies existence
of the service by trying to instantiate on each added service module. In
general, the service modification takes the longest time. Because this
operation 1s composed of two operations which one searches location of the
service and another modifies it. The removal operation takes little time as
time goes by. In Fig. 19. average time of operations at registration of local

services, registration of remote services, modification and removal of




services are each 59.0646ms, 40.2767ms, 114.2569ms, and 52.14263ms.

Searching operation of the single service takes only 0.0012ms as average.

Enumerating operation is in portion to the number of services. When 10

services have registered, it takes 0.03212ms as average.
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Fig. 19. Operations on the service registry of the DOKDO-WS

2) Domain object side

(1) Qualitative evaluation
Table 3 and 4 compares existing researches related to the domain object

with the DOKDO-WS. Most of researches provide their own API about

connection and persistence. Storage method is divided into the file system,

XML DB, RDBMS. However, it is not realistic to use the file system for
persistence layer because processing of concurrency problem or
transaction, security is basically required in the web service environment.
In the mapping relation, represents how framework restore objects from
the persistence layer and save objects to persistence layer. The creation

method of the domain object is mainly manual method. Automatic method



raises the productivity. The learning cycle expresses how much it is easy

based on the number of tools, concepts, and modules. For example, The

Low means that it provides lightweight approach.

Table 3. Comparison with other research related to the domain object - I

. . Universal
. . Runtime Decoupling .
Items Taming XML | Naked Object Relation Data
Generation OO Layer
Source
Connection External
API API API API
Method ORM
Persistence External
X X @) (@)
API ORM
Persistence ) .
File File RDBMS RDBMS RDBMS
Type
Object->Dyna .
. . . . | DBMS<->0bj
Mapping Object<->XM | Properties->O mic DBMS<->0bj
. . ect<->Formatt
Relation L or XIR bject<->GUI | Proxy<->Persi ect .
ed String
stence
Creation
method for Manual(Mars . Depend on
] Automatic Manual Manual
Domain halling) ORM
Object
Leaming .
Low Low Middle Low Low
difficulty
Table 4. Comparison with other research related to the domain object - II
Items JOXM iBatis Hibemate DOKDO-WS
Connection
API API API API
Method
Persistence
(@) (@) (@) (@)
API
Persistence
o XML DBMS RDBMS RDBMS RDBMS
ype
Mapping XMLDBMS<->0Ob | DBMS<->SQLMa | DBMS<->E-RMap | DBMS<->ModelM
Relation ject->XML p<->Object <->Object ap<->Object
Creation
method for . .
. Manual(XPath) Manual Manual Semi-Automatic
Domain
Object
Leaming .
Low Low High Low
difficulty




(2) Quantitative evaluation

@ INSERT, UPDATE, DELETE, COMPOSED operation
Fig. 20. shows performance evaluation of the INSERT, UPDATE,

DELETE, and COMPOSED operations in the MS-SQL DBMS and the
JOXM. The registerCustomer operation inserts a row of the 9 columns and
the registerAccount inserts a row of the 5 columns. The JOXM is
influenced enormously by the number of columns. The modifyCustomer
which is the UPDATE operation is 4 times lower in the JOXM and 6
times in the others than INSERT operation. The unregisterCustomer which
1s the DELETE operation is 4 times lower than the INSERT operation.
The deposit and withdrawal which were the COMPOSED operation
includes addition, and subtraction then inserts the variation into another
table. In this time, regardless of the type of the additional operation, the
performance of the COMPOSED operation is 3.5 times lower in the JOXM
and 11 times in others than the INSERT operation. As a result, in the
MS-SQL DBMS, the DOI framework which is employed in proposed
framework has the highest performance, and the iBatis, Hibernate, JOXM

by turns.
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Fig. 20. INSERT, UPDATE, DELETE operations in the MS-SQL and JOXM

Fig. 20. shows performance evaluation of the INSERT, UPDATE,
DELETE, and COMPOSED operations in the MySQL DBMS. It performs
the best the DOI on the INSERT and DELETE operations and the
Hibernate on the UPDATE operation, and the iBatis on the COMPOSED
operation. The DOI shows lowest performance on the COMPOSED

operation but it shows generally high performance.
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Fig. 21. INSERT, UPDATE, DELETE operations
in the MySQL



Fig. 20. shows performance evaluation of the INSERT, UPDATE,
DELETE, and COMPOSED operations in the Oracle DBMS. The iBatis
performs the best on the INSERT, UPDATE, DELETE operations but the
DOI has higher performance on the COMPOSED operation. Especially, on
the withdrawal operation, the DOI performs 3 times higher than the

Hibernate and 1.3 times than the iBatis.
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Fig 22. INSERT, UPDATE, DELETE operations

in the Oracle
@ SELECT operation(Point query, Ranged query)

The SELECT operation is tested separately as the ranged query which
fetches 100 rows and point query which fetches a row associated with
specific id value on the Customer table. Fig. 23. shows tests on the
SELECT operation in MS-SQL. Operations ends with ’client’ is receive
time of the client. On the point query, the DOI has about 52 times higher
performance than the iBatis or the Hibernate. The network duration is
similar in most of the framework but the iBatis is 2 times slower than the
others on the ranged query. On the ranged query, the DOI has 1.2 times

higher performance than the iBatis and 2 times than the Hibernate.



Eventually, on the SELECT operation in the MS-SQL, the DOI shows the

highest performance.
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Fig. 23. SELECT operation in the MS-SQL

Fig. 24. shows the performance evaluation on SELECT operation in the
MySQL. By the specific faults of the JDBC driver, the DOI shows worst
performance because another frameworks fetches result set from the
memory but the DOI fetches from the physical disk. However, if this
operation evaluates in the C language, the DOI shows 5 times higher

performance than another ORM.
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Fig. 24. SELECT operation in the MySQL

Fig. 25 shows the performance evaluation on SELECT operation in the

Oracle. On the point query, the Hibernate and iBatis seems even better but



it's little difference around 0.019ms. On the other hand, the DOI is 82
times better than the others on the ranged query and the time difference is
about 15 ms. As a result, we can know the DOI shows higher performance

than any other frameworks.

Oracle

Hibernate-selectCustomerByldNetwork
iBatis-selectCustomerByldNetwork
DOl-selectCustomerByldNetwork

1547188472
15.47126471
1547223472

Hibernate-selectCustomerByld
iBatis-selectCustomerByld
DOl-selectCustomerByld

0.001080011
0.001080011
0.023080231

Hibernate-selectCustomerByld-client
iBatis-selectCustomerByld-client
DOl-selectCustomerByld-client
Hibernate-selectCustomerNetwork
iBatis-selectCustomerNetwork
DOl-selectCustomerNetwork
Hibernate-selectCustomer
iBatis-selectCustomer
DOI-selectCustomer
Hibernate-selectCustomer-client
iBatis-selectCustomer-client
DOI-selectCustomer-client

15.47296473
15.47234472
1549531495
15.60930609
15.84865849
15.6401564
15.66163662
1562821628
0.194051941
31.27094271

15.83420834

0 5 10 20 25

Average Time(ms)

Fig. 25. SELECT operation in the Oracle

3. Implementation

1) Lightweight service repository

The DOKDO-WS framework satisfies most requirement for the service
repository that was mentioned in [2]. The binary size is 128Kbytes and
has faster initialization. Components which is provided as the API can be
used without modification and services on existing infrastructure are no
need to change and can be reused.

Service providers can register, modify, and remove services through
normal web browser and the consumers can identify instantly the
modifications. Because some other service registry can be offered as a

service, it's easy to integrate with any other web service registry.

Moreover, since the service provider directly affords the web service



registry, it is difficult to be served unsuitable services. Local services
depend on the specific service in the current domain and the service

provider can serve remote services in the equal domain.

2) Domain Object mapping

It links among the domain objects, the DBMS and the XML through a
simple meta model. A primitive data type defined and it performs the
serialization or deserialization of data objects and the marshalling or
unmarshalling of service instances. The type conversion of domain objects
are fulfilled by the transformer service. It also automatically generate
operations to access easily to the persistence layer. Complex persistence

operations can be registered manually by the service provider.

3) Dynamic composition

Services can be dynamically composed in the service execution layer and
view layer. Fig. 26. shows an composition algorithm in the service
execution layer. In the service execution layer, a dynamic proxy which has
been added execution code before and after for operations going to be
execute would provide as a service instance. The dynamic proxy is
generated by injection using the Reflection or modification of the byte code

using the AOP.



Let S = {B, A}, D = {s0, sl, s2, ... sn} where S is a Service Prototype, s is Service
Instance and D is Dynamic Proxy which is mixed of s. HI and TI means Host group id
and target group id.

WIGI] is the set of Services stored in WSDLRepository.

[:] is instantiation operator

[T] is type operator

[«<] is assignment

Input : [Host Group Id] and [Target Group Id(TI), Position]

Output : Dynamic Proxies

01 foreach Sh in W[HI]

02 D[HI] < :Sh

03  foreach St in W[TI]

04 if 7Sh = B then D[HI].B U St

05 else D[HI].A U St

06 end if

07 end foreach

08 end foreach

09 return D

Fig. 26. Composition algorithm in the service execution layer

Fig. 27. shows an composition algorithm in the service view layer. In the
service view layer, it composes a service group that is generated by
functions based on functional language. Service prototypes in the service
model layer has no declarations of the functional group for the success and
failure. However, in service view layer, since it uses the function as the
first class object so it can dynamically create functional groups. A
functional group which has the success or failure function acts as a
composed service instance. Besides, it can access the configuration about

the composition in runtime and can generate funcation groups.



Let E = {S, F}, E, F = {{0, {1, 2, ... fn} where E is a Service Execution Function
Group, S is set of succeed Functional Factor and F has opposite meaning.
WIGI] is the set of Services stored in WSDLRepository.

Input : [Host Group Id] and [Target Group Id(TI), Position]

Output : Execution Function Group

01 foreach W[HI] Sh

02  foreach W[TI] St, E

03 ES U StS

04 EF U StF

05 end if

06 end foreach

07 end foreach

08 return E

Fig. 27. Composition algorithm in the service view layer

The dynamic proxy in the service execution layer has better performance
and it can be accessed as single service in the service view layer.
Furthermore, it is easy to detect errors. However, it is difficult to modify
byte code directly on the AOP so it is a better way to create a dynamic
proxy by the Reflection. On the other hand, composition in the service
view layer has lower performance and it is hard to detect errors but it

provides convenience and scalability.

4) Flexible execution

Since it obtains meta data and generates WSDL by the Reflection,
existing components can be published easily as web service. In this
process, there is no need for additional tool and it can use existing
infrastructure without modification. It supports the session to maintain
context when the service has executed the overload functionality which
make possible that invoke operation with the same name but different

parameters in the same service instance. Moreover, it can invoke services



whether it is the local or remote service and the end-point URL for the
local service is automatically generated so the service provider doesn’t

need to care anything about it.

5) Web service browser

Fig. 28. shows the web service browser which is fundamental service. It
displays every services classified by remote and local services in the
WSDL repository by the DOIMetaService of the meta service group. Since
service lists are returned in form of the XML so it is transformed into
user interface by using the XSLT processor service in the view layer. The
web service provider selects and executes services through the template

supported by framework which would be published.
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TestService -] 28

third

OracleDAOSenice =] &8
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meta

DOIMetaService -] &8

Service List - Remote

remote

Fig. 28. Basic web service browser

Fig. 29 is an interface which enumerates operations in a service. If the
operation has parameters, it supports an input form which can execute
operation of the service. If the service instance is a child instance of the
AbDOIService, it must have getSessionld(), isWarmed() method. It makes
service instance be able to apply objects for connection to DBMS, request,

response, and session.



opl:| op2:| wl
name I— doGreet
testArray
testCollection
testDoublyArray
testVoid
opl:] op2: | add
opl: I op2: I M
opl II op2: | multiply
getSessionld
isWarmed

Fig. 29. Enumerate service operations

Fig. 30. shows a returned XML document from execution of the local

service which directly executes a service instance.

- <results>
- <returnl>
<iteml=Apple</item1>
<item1=Pine Apple</item1>
<iteml=Melon</itemi1>
</returnl>
- <returnl>
<item1>8t2</iteml>
<item1>BMH</iteml>
<item1>F LM </item1>
</returnl>
- <returnl>
<iteml=>1</itemls>
<iteml>2</iteml>
<item1>3</iteml>
</returnl>
</results>

Fig. 30. Execution of the web service - local

The remote service makes equal forms with Fig. 29 but it is different
when it executes an operation. Fig. 31. shows a SOAP message which
returned as execution result of the remote service. A remote service
extracts operations from the WSDL document and then send a SOAP

request after constructing new context.



- <soapenv:Envelope xmins:xsi="http://www.w3.0rg/1999/XMLSchema-instance"

xmins:soapenv="http://schemas.xmlsoap.org/soap/envelope/" xmins:doi="http://javawide.com/DOI">
- <soapenv:Body>

- <ns:minusResponse xmins:ns="http://localhost/DOI">

<ns:return>1.0</ns:return=
</ns:minusResponse>

</soapenv:Body>

</soapenv:Envelope>

Fig. 31. Execution of the web service - remote

Fig. 32 shows that a web service proxy is generated by referencing the
WSDL document in heterogeneous .NET framework. Fig. 33. shows the
returned result from the DOKDO-WS framework which has been

implemented by the Java by a SOAP message.

# AHIA URLE 0ISEH CHS [2E 703 235101 A8 JhSE AHIAE 25 SJRILIC
OFE O M & &

URL(U): |http://Iocalhos(/DOI/tirst.GreetService.doi?type:WSDL&Iocal:loc:L] Jos
= 0] URLKIA =2 8 AMHIA(8):

i ice" AdD
first.GreetService" 413 e ROE ST =
HAS - first. GreetService

add ( opI Asint, op2 Asint ) As double

divide { op! As double , ogp2 As double ) As double

doGreet ( name As string ) As string

getSessionId { ) &s string =l
iswarmed ( ) As boolean "

minus ( gpd As double , op2 As double ) As double 2 Z 01 S
multiply { opf As double , op2 As double ) As double [localhost
testArray ( ) As ArrayOfString

testCollection ( ) &s ArrayOfString

testDoublyArray ( ) As ArrayOfString

testDoublyCollection ( ) As ArrayOfString

testVoid ( ) As string

oy
]
4»-

7HR)

= s

Fig. 32. Add reference to .NET framework



Web Service Client

=

Fig. 33. Execution of the .NET web service

V. Conclusion and future work

This paper proposes the DOKDO-WS which can be applied to the web
service environment without much modification on the existing method for
the application development. The web service provider needs a convenient
and scalable framework. However, existing web service framework hasn’t
satisfied with both side of effectiveness and reality and it isn’t also a
lightweight approach. The framework provides functionality to search and
execute services and it should allow user to notify modification of the
service at once in runtime. The service consumers don’t want to be
broken off technology between the legacy web environment and newer
web service and they hope to maintain the previous HTTP request and
response. Therefore, the DOKDO-WS framework supports both the SOAP
and existing HTTP request, response and session to maintain state

through execution of the web service.



The DOKDO-WS framework automates data modeling and persistence
operations such as the INSERT, READ, UPDATE, DELETE. The business
logic in the web service based application can be greatly different with
what programming language is used and where it deployed but the data
model is scarcely changed. The ER model is used yet and it is hard to
save and restore whole semantic data models in form of the XML. In the
performance evaluation, the XML based approach greatly showed poor
performance on those operations. In this paper, we take both advantages
that one is the performance from the ER model and another is scalability
from the XML based language, which we proposed XML schema based
models of the service, data, and view. Although the used domain model is
not a standard such as the RDF and OWL, the service provider may
manage any domain model since the DOI can handle all XML based
domain model.

The future works are about the support of the standard session, the
cache problem and the inference engine for semantic web. Current session
implementation are partially designed and support restricted realization
which can be used only in some specific environment so the standard
WS-Session will be implemented in the future. As showed in the
performance evaluation, the framework has higher performance compared
with the others. It can obtain more performance by employing cache. The
inference engine will be added to dynamic composition engine which is

currently implemented and it will be used to realize semantic web.
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